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Abstract. This study aims to implement a REST API with Bearer Authentication
in a Business Service System, focusing on enhancing security, flexibility, and
efficiency in data exchange. The long-term goal is to create a secure and
authenticated environment for external clients while facilitating quick and
efficient access to available business services. To achieve this objective, the study
sets several specific targets. First, a system requirements analysis will be
conducted to thoroughly understand the functional and non-functional
requirements of the system, as well as stakeholder expectations. Next, an API
architecture design that prioritizes security will be carried out, integrating Bearer
authentication mechanisms to securely validate each client request. The
prototype development will involve the practical implementation of this design,
enabling direct testing and initial evaluation of the system's security and
performance. The subsequent step is to conduct trials on the prototype, simulating
real-world scenarios to test the API's security, interoperability, and performance.
Performance evaluation will be the final stage, where the system's overall
performance will be assessed to ensure that the implementation meets the
expected standards. The method used will involve collaboration between the
development team, users, and stakeholders, ensuring that business needs and
system security remain the primary focus at every step. By undertaking these
steps, this study hopes to make a significant contribution to improving the
security, flexibility, and efficiency of the business service system, creating a
reliable environment for critical business data exchange.

Keywords: Authentication, Bearer Token, Rest API, Response Time,
Throughput

1 Introduction

System integration is a crucial aspect of improving organizational efficiency and
productivity. The importance of interoperability in Information Systems through
Application Programming Interfaces (APIs) has become a fundamental basis for
facilitating inter-system connections (Sjarov et al., 2020). APIs, particularly
Representational State Transfer (REST API), can serve as a reliable solution to support
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system interoperability (Yanti & Rihyanti, 2021). The successful implementation of
APIs not only enables smooth data exchange but also supports the flexibility and
scalability needed to adapt to the dynamic changes in organizational needs (Felicio et
al., 2023). Interoperability can be achieved through various methods tailored to specific
requirements (Sakowski et al., 2019). At Politeknik Negeri Bali, there are currently
several systems that are not yet fully integrated. This creates obstacles to operational
efficiency and reduces the capability for quick decision-making. The campus
community is currently striving towards secure system integration to minimize
disparities and enhance inter-application connectivity. This process is a strategic step
in embracing an increasingly sophisticated digitalization era, where the need for
integrated information becomes more urgent. This research aims to integrate business
services at Politeknik Negeri Bali with the remuneration application by utilizing REST
API. The main focus of the study is to transmit revenue data from business services to
the remuneration application with optimal speed and security. The advantage of REST
API integration lies in its simple architecture, easy understanding, and support for
HTTP protocols, allowing for efficient and reliable data exchange (Ong et al., 2015).
With this integration, it is expected that the campus can optimize its business and
administrative processes, provide accurate data, and improve user experience. This
research has a specific objective to integrate business services at Politeknik Negeri Bali
with the remuneration application using Representational State Transfer (REST) API.
In this context, the use of REST API is implemented with Bearer Authentication, a
security mechanism that underpins authentication in the exchange of information
between related systems (Adinta et al., 2024). The main advantage of REST API with
Bearer Authentication lies in its ability to provide a high level of security through a
reliable authentication process (Sopingi et al., 2021). With Bearer Authentication, the
integration between business services and the remuneration application becomes more
secure, ensuring that only authorized parties can access and transmit data. The use of
tokens as authentication keys provides an extra layer of security, preventing
unauthorized access and providing a traceable audit trail for each data exchange. This
mechanism is crucial, especially in a campus environment with high sensitivity toward
personnel and financial data (Adinta et al., 2024). Moreover, REST API with Bearer
Authentication Token also supports a more efficient integration process. This system
allows relevant parties to access business services and the remuneration application
without the need to repeatedly provide authentication information, optimizing system
performance and reducing the administrative burden related to authentication (Igbal &
Royal, 2023). Therefore, the use of REST API with Bearer Authentication in this
research is expected not only to enhance data security but also to speed up and simplify
the integration process at Politeknik Negeri Bali. The results of this study show that the
integration of business service and remuneration systems using REST API can support
more effective and efficient processes at Politeknik Negeri Bali. The automatic
integration of revenue data reduces the risk of human error (Pamungkas et al., 2019).
Additionally, the integrated system also facilitates better monitoring of the campus’s
financial and administrative performance. This integration not only enhances
productivity but also creates a solid foundation for the further development of
information technology in the future.
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2 Literature Review

2.1 REST API

Data integration plays a highly significant role as a foundation in the development of
digital infrastructure in this era. In the context of information technology, the need for
integrated data has become a critical factor in determining the effectiveness and
efficiency of decision-making processes within an organization. On the other hand,
interoperability characterizes the ability of systems to communicate, share data, and
operate together with other systems without requiring additional adjustments (Sambari
& Santika, 2024). In 2021, Muhammad Faisal conducted research that demonstrated
how interoperability allows information delivery across different platforms to work
efficiently, thereby enhancing the effectiveness and efficiency of academic processes.
Another advantage is that it simplifies the maintenance and development processes of
the system. Interoperability implementation was also conducted by Martin Sjarov and
his team in 2020, emphasizing that initial decisions in product development have a
significant impact on the performance, quality, and total cost of the product. The
primary focus was on Systems Engineering and the concept of Industry 4.0, introducing
a new principle called “Design for Interoperability” (DfIOp). This principle aims to
meet product needs in the technical planning phase, opening up opportunities for further
developments such as “Design for Data Analytics” and “Design for Digital Twin”
(Sjarov et al., 2020). The results of this research show that the implementation of
interoperability in software engineering is highly beneficial.

REST API became popular and widely adopted in software development following
the publication of Fielding's dissertation. The advantages of REST, such as its simple
design, scalability, and flexibility, have made it a popular choice for developing
application programming interfaces (APIs) in web environments (Grembowski et al.,
2002). As the web has grown and there has been a shift towards service-oriented
architecture, REST API has increasingly become the de facto standard in web and
mobile application development. The use of REST API continues to grow in line with
the increasing complexity of applications, the need for cross-platform interactions, and
the demand for easier integration between various systems (Laipaka, 2022).

2.2 Bearer Authentication

Recent developments in the field of information technology, particularly in REST API
development, have shown a significant increase in the implementation of more
advanced security methods. One of the leading innovations is the use of Bearer
Authentication to secure REST APIs (Yanti & Rihyanti, 2021). This method allows the
use of a specific token called a “Bearer Token” as a form of authentication. The Bearer
Token functions as an identification token that clients must possess to access protected
resources on the server. With this method, developers can implement a stronger security
layer, as the token is only issued to legitimate entities with the appropriate access rights.
The main advantage of Bearer Authentication lies in its flexibility, where users can
include the token in every HTTP request without needing to store credential
information on the server. Thus, REST APIs with Bearer Authentication not only



Implementation of Representational State Transfer Application 25

enhance security levels but also provide efficiency in the authentication and
authorization process for accessing protected resources. This development reflects a
positive evolution in delivering reliable security solutions that meet the demands of the
complexity of modern application systems.

3 Methodology

3.1 Research Method

This research was conducted at the Politeknik Negeri Bali campus in Jimbaran from
April 2024 to November 2024. The object of the research is the development and
implementation of a REST API using Bearer Authentication on a Business Service
System connected to a remuneration system. The main focus of this research is on the
integration and interaction between the business services as the data source and the
remuneration system for retrieving income data. During the study, the research will
involve the design, development, and testing of the REST API implementation that
utilizes Bearer Authentication security mechanisms, to ensure security and
authentication in the data exchange between the two systems.

3.2  Design System

Use Case. Create a use case diagram that illustrates the integration architecture between
the Business Service System and the Remuneration Application using REST API with
Bearer Token. This diagram should show the involved actors, relevant use cases, and
the relationships between the use cases.
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Figure 1. Use case

Diagram Sequence. Only two levels of headings should be numbered. Lower-level
headings remain unnumbered; they are formatted as run-in headings, as shown in
Figure 2.
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Remuneration App User Remuneration Application Authentication Server Business Service Application
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Figure 2. Diagram sequence

Class Diagram. The class diagram can be seen in Figure 3.
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Figure 3. Class diagram

Mind Map. The Mind Map can be seen in Figure 4.
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Figure 4. Mind map

4 Result and Discussion

4.1 Implementation of REST API Bearer Authentication

Client
layananbisnis.pnb.ac.id Server
Aplikasi reimun api.layananbisnis.pnb.ac.id
1. Authentication
r g
2. Bearer

frontend @ 3. Request private resource backend

‘!4. Access to private Resource

action view data

Figure 5. Mechanism of system work

The working mechanism of the diagram above is described as follows.

27

User Authentication. The user authenticates through the frontend interface by entering
their credentials (e.g., username and password). After the user submits this information,

the front end sends a request to the API in the backend to verify the credentials.

Sending Bearer Token. Once the backend verifies the user's credentials and confirms
the user is valid, it sends a bearer token back to the frontend. This token serves as proof

of the user’s identity and is used to access protected resources in the backend.
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Sending Private Requests. With the received bearer token, the user can now send
private requests to the backend. These requests may include accessing specific data or
features that require authorization. The front end includes the bearer token in the request
header to ensure the backend can verify the user's identity.

Accessing Private Resources. The backend receives the request containing the bearer
token and validates the token. If the token is valid, the backend grants access to the
requested private resources and sends a response back to the frontend.

Further Interaction. After receiving the response from the backend, the frontend can
display the requested data to the user or perform further actions based on the response.

Here is the API script that is used.

public function login(Request S$request) {
Svalidator = Validator::make (Srequest->all(), [
'email' => ['required', 'string', 'email'],
'password' => ['required', 'string'],
1)
if ($validator->fails()) {
return S$this->responseError ('Login failed', 422,
Svalidator->errors());
}
if (Auth::attempt(['email' => $request->email, 'password'
=> Srequest->password])) {
Suser = Auth::user();

Sresponse = [

'token' => Suser->createToken ('MyToken') -
>accessToken,

'first name' => Suser->first name,
'last name' => Suser->last name,];

return $this->responseOk ($Sresponse) ;

} else {
return Sthis->responseError ('Wrong email or

password', 401);
}

Here is the step-by-step explanation:
1. Input Validation:
- The function starts by validating the incoming request data using the
Validator class.
- It checks that the email field is required, is a string, and follows a
valid email format.
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- It also ensures that the password field is required and is a string.
- If the validation fails, the function returns an error response with a
status code of 422, along with the validation errors.
2. Authentication Attempt:
- If validation passes, the function then attempts to authenticate the
user using the Auth::attempt() method.
- It checks the provided email and password against the stored
credentials.
3. Successful Authentication:
- If the authentication is successful, the function retrieves the
authenticated user using Auth::user().
- It then creates an access token for the user using the create token
method and prepares a response that includes:
- The generated token.
- The user's first name and last name.
- Finally, it returns a successful response with a status code of 200,
along with the user information and token.
4. Failed Authentication:
- If authentication fails (due to incorrect email or password), the
function returns an error response with a status code of 401 and a
message indicating that the credentials are incorrect.

The login feature is a strong example of user authentication in action. It starts by
confirming that the email format and password are entered correctly. It is to authenticate
the user with the supplied credentials after successful validation. If authentication is
successful, an access token and the user’s first and last names are generated and
returned in a structured response. On the other hand, it displays an appropriate error
message if authentication fails. By providing unambiguous feedback depending on the
authentication result, this method not only improves user experience but also
strengthens security through input validation and token generation.

Figures 6 and 7 are the images of testing of API using the Bearer token.

Figure 6. Setting postman
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Figure 7. Testing data access through API

Integration testing through Postman has been completed, with all API requests
responding as expected, indicating that the integration process is smooth and valid.
Based on the performance testing analysis with a simulation of 50 concurrent users, all
test scenarios were executed as planned. The average response time for each endpoint
is under 2 seconds, with stable throughput and no significant increase in error rates.
Server resource usage also remains within reasonable limits, showing that the API can
handle high loads effectively, meeting all predefined success criteria.

5 Conclusion

API performance testing with a simulation of 50 concurrent users successfully met all
success criteria, showing fast response times, stable throughput, and very low error
rates. This result indicates that the API has been well-implemented and is ready for
real-world use, with the ability to handle high loads without significant performance
degradation.
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